1. Introduction to Java

\*History of Java:-

🡪Java: is OOPL (Object Oriented Programming Lang.)is an open source (free to installation and free to updataion) case sensitive.

🡪Java was developed by *Sun Microsystems* (which is now the subsidiary of Oracle) in the year 1995.

🡪*James Gosling* is known as the father of Java. Before Java, its name was *Oak*. Since Oak was already a registered company, so James Gosling and his team changed the name from Oak to Java.

\*Feature of Java:
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\* Understanding JVM, JRE, and JDK

JDK : Java Development Kit

JRE : Java Runtime Env.

JVM : Java Virtual Machine

\*Java Program Structure

**1**. Package:-

Definition:  is one type of container .its collection of classes and interface in the first line of the program write package keyword with your folder names like package names

🡪 used same name class like student in a single package but i cant create that class again in same package so i create package another for that class.

**Syntax:**

package mypackage ; // Declares the packag

// Importing a package

import java.util.Scanner; // Single class

import java.util.\*; // All classes in the package

2.class:-

🡪 class an collection of data member(variables) and member function(methods, process) with its behaviors.

**Syntax:-**

class classname

{

data member

member function

}

3 Method:- A **method** is a block of code inside a class that performs a specific task. It is used to define the behavior of objects.
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1. Data type,variable and operator:-

Data types specify the different sizes and values that can be stored in the variable. There are two types of data types in Java:

* Primitive Data type

Non-primitive data type

* 1 Primitive Data type

🡪 A primitive data type is pre-defined by the programming language.

🡪 The size and type of variable values are specified, and it has no additional methods

🡪There are eight primitive data types in Java,
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2) Non primitive Datatype The non-primitive data type include class, [Interfaces](https://www.javatpoint.com/interface-in-java), and [Arrays](https://www.javatpoint.com/array-in-java).

Non-primitive data types in Java are not predefined. They are created by the programmer.

\*variable declaration and initialization:-

Variable:- Variables are containers for storing data values.

variable declaration:-

Syntax:- dataType variableName;

**Types of Java Variables**

1. Local Variables
2. Instance Variables
3. Static Variables

1 local variable:-A variable defined within a block or method or constructor is called a local variable.

* 1. Instance Variables:-Instance variables are non-static variables and are declared in a class outside of any method, constructor, or bloc
  2. Static Variables :-Static variables are also known as class variables.

\*variable initialization:-

initialization is the process of assigning a value to the Variable.

Every programming language has its own method of initializing the variable. If the value is not assigned to the Variable, then the process is only called a Declaration.

\* Operators: Arithmetic, Relational, Logical, Assignment, Unary, and Bitwise:--

Definition: Symbols or keywords that perform operations on variables and values.

Types of Operators:-

1 Arithmetic Operators

2 Relational (Comparison) Operators

3 Logical Operators

4 Bitwise Operators

5 Assignment Operators

6 Unary Operators

1 **Arithmetic Operators**:- Java arithmetic operators are used to perform addition, subtraction, multiplication, and division.

🡪They act as basic mathematical operations.

**Operators**: +, -, \*, /, % ,Example: int sum = a + b;

**2 Relational Operators**:- Compare two values and return a boolean result.

**Syntax:** variable1 *relation\_operator* variable2

**Operators:** ==, !=, >, <, >=, <=, **Example**: if (a > b) { ... }

**3 logical operator**:- Logical operators are used to perform logical “AND”, “OR” and “NOT” operations,

**Operators**: &&, ||, !;  **Example**: (a > b) && (c > d)

* **AND Operator**( **&&**) – if( a && b ) [if true execute else don’t]
* **OR Operator** ( **||**) – if( a || b) [if one of them is true to execute else don’t]
* **NOT Operator** (**!**) – !(a<b) [returns false if a is smaller than b]

**4Assignment Operators:-** These operators are used to assign values to a variable. The left side operand of the assignment operator is a variable, and the right side operand of the assignment operator is a value**.**

**Operators**: =, +=, -=, \*=, /=, %=

**5 Unary Operators in Java:-** Java unary operators are the types that need only one operand to perform any operation like increment, decrement, negation, etc . **Operators**: +, -, ++, --, !, **Example:** a++;

**6 Bitwise Operators:-** Bitwise operators are used to performing the manipulation of individual bits of a number which can be useful for optimizing performance in certain cases.

🡪They can be used with any integral type (char, short, int).

**\*Type conversion and Type casting:-** type conversion and type casting are mechanisms used to convert data from one type to another.

1 Type Conversion:- Type conversion in Java happens automatically. Data is converted from a smaller type to a larger type.

Type Casting is done during the program design time by the programmer.

2 Type casting:- data type is converted into another data type by a programmer or user while writing a program code of any programming language, the mechanism is known as **type casting**.

**3Control Flow Statements**:-  java provides statements that can be used to control the flow of Java code. Such statements are called control flow statements.

Java provides three types of control flow statements.

1. Decision Making statements
   * if statements
   * switch statement
2. Loop statements
   * do while loop
   * while loop
   * for loop
   * for-each loop
3. Jump statements
   * break statement
   * continue statement

\*Decision Making statements

* + **if statements:-** Simple if statement:
  + It is the most basic statement among all control flow statements in Java.
  + It evaluates a Boolean expression and enables the program to enter a block of code if the expression evaluates to true.

if(condition) {

statement 1; //executes when condition is true

}

**2) if-else statement:-** The [if-else statement](https://www.javatpoint.com/java-if-else) is an extension to the if-statement, which uses another block of code,

🡪 i.e., else block. The else block is executed if the condition of the if-block is evaluated as false.

**Syntax:**

1. **if**(condition) {

statement 1; //executes when condition is true

}

**else**{

statement 2; //executes when condition is false

}

1. **if-else-if ladder:**

🡪The if-else-if statement contains the if-statement followed by multiple else-if statements.

🡪 In other words, we can say that it is the chain of if-else statements that create a decision tree where the program may enter in the block of code where the condition is true. ---🡪We can also define an else statement at the end of the chain.

if(condition 1) {

statement 1; //executes when condition 1 is true

}

**else** **if**(condition 2) {

statement 2; //executes when condition 2 is true

}

**else** {

statement 2; //executes when all the conditions are false

}

4. **Nested if-statement**

🡪nested if-statements, the if statement can contain a **if** or **if-else** statement inside another if or else-if statement.

1. if(condition 1) {
2. statement 1; //executes when condition 1 is true
3. **if**(condition 2) {
4. statement 2; //executes when condition 2 is true
5. }
6. **else**{
7. statement 2; //executes when condition 2 is false
8. }
9. }

**\*Java Switch Statement**

The Java *switch statement* executes one statement from multiple conditions

A control flow statement that allows variable testing against multiple cases.

Simplifies code that requires many conditional checks. Works with data types: int, char, String, and enums.

**Syntax**

switch (expression) {

case value1:

// Code to execute

break;

case value2:

// Code to execute

break;

default:

// Code to execute if no match

}

**Flowchart of Switch Statement** ![flow of switch statement in java](data:image/png;base64,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)

**\*** **Java for Loop:-** For loops in Java are a fundamental control structure used to repeat a block of code a specific number of times or iterate through a sequence of values.

🡪 **Syntax:** for(initialization; condition; increment/decrement){

//statement or code to be executed

}

**Initialization:** It is the initial condition which is executed once when the loop starts. Here, we can initialize the variable, or we can use an already initialized variable. It is an optional condition.

**Condition:** It is the second condition which is executed each time to test the condition of the loop. It continues execution until the condition is false. It must return boolean value either true or false. It is an optional condition.

**Increment/Decrement:** It increments or decrements the variable value. It is an optional condition.

**Statement:** The statement of the loop is executed each time until the second condition is false.

\* **The Java while loop:-** while loop is used to iterate a part of the program repeatedly until the specified Boolean condition is true. As soon as the Boolean condition becomes false, the loop automatically stops**.**

**\* Syntax:**

while (condition){

//code to be executed

Increment / decrement statement    }

1. **Condition:** It is an expression which is tested. If the condition is true, the loop body is executed. When the condition becomes false, we exit the while loop.
2. **Update Expression:** Every time the loop body is executed, this expression increments or decrements loop variable.

**\* Java do-while Loop**

The Java *do-while loop* is used to iterate a part of the program repeatedly, until the specified condition is true Java do-while loop is called an **exit control loop.**

**Syntax:**

**do**{

//code to be executed / loop body

//update statement

}**while** (condition);

**1 Condition**: It is an expression which is tested. If the condition is true, the loop body is executed and control goes to update expression.

**2. Update expression**: Every time the loop body is executed, the this expression increments or decrements loop variable.

**\* Break and Continue Keywords:-**

The `break` statement in Java is a powerful tool for controlling the flow of your program. It is used to exit a loop or switch statement prematurely.

The Java *break* statement is used to break loop or [switch](https://www.javatpoint.com/java-switch) statement.

🡪 It breaks the current flow of the program at specified condition. In case of inner loop, it breaks only inner loop.

**Java continue Statement**

🡪 The continue statement skips the current iteration of a loo

🡪After the continue statement, the program moves to the end of the loop. And, test expression is evaluated (update statement is evaluated in case of the for loop)

* 1. **Classes and Object**
* **1) class** : class is an collection of data member(variables) and member function(methods, process) with its behaviors
* An instance of a class that uses the properties and methods defined in the class.
* **syntax**

class classname

{

data member

member function

}

2) object : object is a instancs of an class .

🡪when you create class variables also called..

🡪:its uses new keyword and class constructor to create object

🡪:access whole properties of an class except private

* **syntax**

classname objectname = new constructor();

**\*constructor and overloading**

**🡪**Constructor is simple type of method whose name is same as class name.

🡪The constructor is called when an object of a class is created.

🡪There are two types of constructors in Java: no-arg constructor, and parameterized constructor.

🡪It is a special type of method which is used to initialize the object

**Syntax:-** class ClassName {

ClassName() {

// Constructor body

}

}

**\* Types of Java Constructors**

* 🡪There are two types of constructors in Java:

1. Default Constructor (no-arg constructor)
2. Parameterized Constructor

* **1) default :** no any argument in constructor
* **2) parameterized:** may have one or more argument in constructor

**\*Constructor Overloading**

**🡪** The practice of defining multiple constructors in a class with different parameter lists.

🡪Allows objects to be initialized in various way

**\*Object Creation, Accessing Members of the Class**

Object is called instance of class.

**Syntax of Object Creation**

ClassName obj = new ClassName();

**\*This keyword :-**

🡪A reference variable that refers to the current object.

🡪Used within a class to differentiate between class members and parameters.

\***Uses of this Keyword:-**

🡪To refer to the current object.

🡪To resolve naming conflicts between class fields and method/constructor parameters.

🡪To call another constructor in the same class (constructor chaining).

🡪To pass the current object as a parameter.

To return the current object.

**5 Methods in Java:-**

🡪a method is a way to perform some task. the method in Java is a collection of instructions that performs a specific task.

🡪A **method** is a block of code or collection of statements or a set of code grouped together to perform a certain task or operation’

**\*method parameter**

**🡪**parameters are specified after the method name, inside the parentheses.

🡪You can add as many parameters as you want, just separate them with a comma.

**Types:**

* **Formal Parameters:** Defined in the method signature.
* **Actual Parameters (Arguments):** Values passed to the method when it is called.

**Syntax**

returnType methodName(parameterType parameterName) {

// method body

}

**\*Return Types:-** The return type specifies the type of value the method returns. If a method does not return a value, the return type is void.

**Syntax :-**

returnType methodName(parameters) {

// method body

return value; // for non-void return types

}

**\*Method Overloading**

**🡪**Method overloading in Java is a feature that allows a class to have more than one method with the same name but different parameters (argument lists).

Method overloading in Java is also known as[Compile-time Polymorphism](https://www.geeksforgeeks.org/compile-time-polymorphism-in-java).

\***Static Methods and Variables in java**

**🡪**static methods and static variables are part of the class rather than any specific instance of the class.

🡪They belong to the class and are shared among all instances of the class.

🡪The **static keyword** in java  is used for memory management mainly. We can apply static keyword with variable, methods, blocks .

🡪The static variable can be used to refer to the common property of all objects

**5 Object-Oriented Programming (OOPs) Concepts:-**

**🡪**object-Oriented Programming (OOP) is a programming paradigm based on the concept of objects.

**.1 Encapsulation:-** Encapsulation is the process of wrapping data (variables) and methods (functions) together as a single unit and restricting direct access to some of the object's components.

.**2 Inheritance:-** Inheritance allows one class (child or subclass) to inherit the properties and methods of another class (parent or superclass). This promotes code reuse and hierarchical classification.

:there are mainly 5 types

1) single : only one parent having only one child

2) multilevel : single inheritance having one another child

3) hierarchical : one parent having 2 or more child

4) multiple : java does not support directly

5) hybrid: java does not support directly

**3 Polymorphism**

🡪Polymorphism means "many forms." In Java, it allows methods to perform different tasks based on the object calling them. There are two types:

1. **Compile-time Polymorphism (Method Overloading)**: Methods with the same name but different parameter lists.
2. **Runtime Polymorphism (Method Overriding)**: A subclass provides its specific implementation for a method defined in its superclass.

**4. Abstraction**

Abstraction is the process of hiding implementation details and showing only the essential features of an object. It is achieved in Java using:

* **Abstract Classes**: Declared with the abstract keyword.
* **Interfaces**: Use interface keyword to define a contract for implementing classes.

**\*Inheritance: Single, Multilevel, Hierarchical**

🡪Inheritance is one of the fundamental principles of Object-Oriented Programming (OOP).

🡪It allows a class (subclass or child class) to inherit properties and behaviors (methods) from another class (superclass or parent class).

**Single Inheritance:** One subclass inherits from one superclass.

**Multilevel Inheritance:** A subclass inherits from a superclass, and another subclass inherits from this subclass.

**Hierarchical Inheritance:** Multiple subclasses inherit from a single superclass.

**\*Method Overriding and Dynamic Method :-**

**🡪**Method overriding occurs when a subclass provides a specific implementation of a method that is already defined in its superclass

**Dynamic Method Dispatch**

**Dynamic Method Dispatch**, also known as **runtime polymorphism**, is a mechanism in Java where the method that gets called is determined at runtime based on the object that the reference points to.

.**7Constructors and Destructors**

\*Constructor Types :-

**1. Default Constructor**

A **default constructor** is provided by the Java compiler if no constructors are explicitly defined in the class. It initializes object attributes with default values.

2 **Parameterized Constructor**

A **parameterized constructor** accepts arguments to initialize object attributes with specific values at the time of object creation.

**\*Copy Constructor (Emulated in Java)**

**🡪A copy constructor is a special type of constructor that creates a new object by copying the attributes of an existing object.**

**\*Constructor Overloading:-**

Constructor overloading occurs when a class has more than one constructor, each with different parameter lists.

🡪 This allows objects of the class to be initialized in different ways depending on the constructor used.

**\*Object Life Cycle and Garbage Collection**

**🡪**Java is an object, and objects go through many stages in their lifetime.

🡪In order to ensure proper resource management and program functioning, Java developers need to be aware of the object life cycle.

**Creation:** Object is instantiated.

**Usage:** Object methods and properties are accessed.

**Dormancy:** Object becomes unused (eligible for garbage collection).

**Destruction:** Object is removed from memory.

**\*Garbage Collection:-**

**🡪**Garbage collection in Java is the process by which Java programs perform automatic memory management.

🡪 Java programs compile to bytecode that can be run on a Java Virtual Machine, or JVM for short

**8 Arrays and Strings**

One-Dimensional and Multidimensional Arrays

* **1 Single Dimensional Array**
* These are the most common type of arrays, where elements are stored in a linear order
* At a time only one loop will be use.
* SYNTAX:- int[]= arr= new int[5];
* **2 Multidimensional Arrays**
* A multidimensional array is an array of arrays.
* Multidimensional arrays are useful when you want to store data as a tabular form, like a table with rows and columns.
* **DECLARATION SYNTAX**
* dataType[][] arrayName;

**\*String Handling in Java: String Class, StringBuffer, StringBuilder**

**String :** immutable : we can not changed

:its provide so many methods to use it for your program

:set of sequence of characters .

🡪The String class is an immutable class whereas StringBuffer and StringBuilder classes are mutable.

🡪There are many differences between StringBuffer and StringBuilder

\* **String Buffer**

* **🡪** StringBuffer is similar to StringBuilder in terms of mutability and efficient string manipulation.
* **🡪** However, it is thread-safe, meaning multiple threads can safely use a StringBuffer without the risk of data corruption**.**

**\* String Builder**

🡪 a mutable alternative to String. It allows for efficient string manipulation, such as appending, inserting, or modifying characters within the string, without creating new objects**.**

**\*** **Array of Objects in java**

array of objects is an array that stores references to objects, instead of primitive types

🡪. It allows you to group a collection of objects of the same class.

\* **Syntax**: ClassName[] arrayName = new ClassName[size];

**\* String Methods:-**

String class provides numerous methods for manipulating and handling strings.

🡪Below is a list of commonly used methods categorized for better understanding:

**Java String length()**

🡪The length() method returns the number of characters in a [string](https://www.programiz.com/java-programming/string).

**length() Syntax**

string.length()

**Java String charAt()**

The charAt() method is a fundamental tool in Java for accessing individual characters within a string.

the charAt() method, exploring its syntax, functionality, and common use cases.

**Syntax**

1. public char charAt(int index)

# **substring() Method**

🡪The substring() method returns a substring from the string.

🡪If the *end* argument is not specified then the substring will end at the end of the string.

**Syntax**

public String substring(int start, int end)

1. **Inheritance and Polymorphism**

**🡪**inheritance allows a class to inherit properties and behaviors (fields and methods) from another class.

🡪This promotes code reusability and establishes a hierarchical relationship between classes**.**
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🡪 In single inheritance, a sub-class is derived from only one super class. It inherits the properties and behavior of a single-parent class.

**Multi-level Inheritance**

In **multi-level inheritance**, a class is derived from a class which is also derived from another class is called multi-level inheritance.

🡪 In simple words, we can say that a class that has more than one parent class is called multi-level inheritance.

**Hierarchical Inheritance**

If a number of classes are derived from a single base class, it is called **hierarchical inheritance**.
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**Hybrid Inheritance**

--Hybrid means consist of more than one. Hybrid inheritance is the combination of two or more types of inheritance

**Benefits of Inheritance**

**Code Reusability:** Inherited members from a superclass can be reused in subclasses, reducing redundant code and promoting a modular approach to software development.

**Hierarchical Organization:** Inheritance facilitates the creation of well-structured class hierarchies, improving code readability and maintainability.

**Polymorphism:** Subclasses can override superclass methods, allowing for polymorphic behavior, where methods can behave differently based on the object type at runtime.

**Easier Maintenance:** Changes made to a superclass automatically propagate to its subclasses, ensuring consistency and simplifying maintenance efforts.

**\*Method Overriding**

🡪 subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in Java**.

-🡪If a subclass provides the specific implementation of the method that has been declared by one of its parent class, it is known as method overriding.

\***Dynamic Binding (Run-Time Polymorphism**)

🡪Dynamic binding, also known as **run-time polymorphism**, is a process where the method to be executed is determined at runtime, not at compile time. This is primarily achieved through **method overriding** in Java.

**\*characteristics**

1. **Inheritance**:
   * Run-time polymorphism relies on inheritance, where a subclass inherits methods from its parent class.
2. **Method Overriding**:
   * The subclass provides its own implementation for a method defined in the parent class.
3. **Reference Type vs. Object Type**:
   * The method that gets invoked depends on the actual type of the object, not the type of the reference.
4. **Happens at Runtime**:
   * The JVM decides which method to invoke based on the object type during runtime.

**\*Super Keyword:-**

The super keyword in Java is a reference variable which is used to refer immediate parent class object.

-🡪Whenever you create the instance of subclass, an instance of parent class is created implicitly which is referred by super reference variable**.**

**\*Method Hiding in java**

**🡪**Method Hiding in Java occurs when a subclass defines a static method with the same name and signature as a static method in the parent class. In this case, the method in the child class hides the method in the parent class, rather than overriding it.

1. **Interfaces and Abstract Classes**

**\*Abstract Classes and Methods:-**

🡪abstract class in Java is a class that is declared with the abstract keyword. It serves as a blueprint for other classes and cannot be instantiated directly.

🡪Abstract classes are primarily used to define a common interface and share code among subclasses while enforcing certain behaviors.

\* **Abstract Methods in Java**

An **abstract method** in Java is a method that is declared but does not have an implementation.

🡪It serves as a blueprint, forcing subclasses to provide their own specific implementation for that method.

**\* Interfaces: Multiple Inheritance in Java**

**Interfaces in Java**

🡪An **interface** in Java is a reference type similar to a class that can contain only constants, method signatures, default methods, static methods, and nested types. Interfaces provide a way to achieve **abstraction** and **multiple inheritance** in Java.

**\* Multiple Inheritance in Java**

**Multiple inheritance** is a feature in some programming languages where a class can inherit characteristics and behaviors (methods) from more than one parent class.

**Implementing Multiple Interfaces** :-

Multiple inheritances can be achieved through the use of interfaces. Interfaces are similar to classes in that they define a set of methods that can be implemented by classes.

1. **Packages and Access Modifiers**

🡪 package is a namespace that organizes a set of related classes and interfaces.

🡪 Conceptually, you can think of a package as a folder in a file directory, where you can group related files (classes and interfaces) together.

🡪Packages help avoid name conflicts and can control access with the use of access modifiers**.**

**1 Built-in Packages**

Built-in packages are provided by the Java Development Kit (JDK) and contain a vast number of classes and interfaces that are commonly used in Java programming. These packages are organized into a hierarchical structure and can be used without having to create them manually.

**2 User-defined Packages**

**User-defined packages** are created by developers to organize their own classes and interfaces. This is especially useful in larger applications to avoid naming conflicts and to group related classes together.

**\*Access Modifiers**

The access modifiers in Java specifies the accessibility or scope of a field, method, constructor, or class. We can change the access level of fields, constructors, methods, and class by applying the access modifier on it.

There are four types of Java access modifiers:

1. Private: The access level of a private modifier is only within the class. It cannot be accessed from outside the class.
2. Default: The access level of a default modifier is only within the package. It cannot be accessed from outside the package. If you do not specify any access level, it will be the default.
3. Protected: The access level of a protected modifier is within the package and outside the package through child class. If you do not make the child class, it cannot be accessed from outside the package.
4. Public: The access level of a public modifier is everywhere. It can be accessed from within the class, outside the class, within the package and outside the package.

**\* Importing Packages and Classpath**

\*  the import keyword used to import built-in and user-defined packages. When a package has imported, we can refer to all the classes of that package using their name directly.

🡪The import statement must be after the package statement, and before any other statement.

\* **Classpath:-**

The **classpath** is a parameter that tells the Java Virtual Machine (JVM) and Java compiler where to find user-defined classes and packages in Java programs.

🡪It includes directories, JAR files, and ZIP files that contain the classes and packages that your application needs.

**12. Exception Handling:-**

**Types of Exceptions:**

**Checked and Unchecked**

**1 Checked Exception :-**Checked exceptions are called compile-time exceptions because these exceptions are checked at compile-time by the compiler.

🡪The compiler ensures whether the programmer handles the exception or not. The programmer should have to handle the exception; otherwise, the system has shown a compilation error.

**2 Unchecked Exceptions**

The **unchecked** exceptions are just opposite to the **checked** exceptions. The compiler will not check these exceptions at compile time. In simple words, if a program throws an unchecked exception, and even if we didn't handle or declare it, the program would not give a compilation error.

**\*try, catch, finally, throw,**

exception handling is a powerful mechanism that allows developers to manage errors and other exceptional events that occur during program execution.

**1 try**

The try block is used to wrap the code that may throw an exception. If an exception occurs, the normal flow of the program is interrupted, and control is transferred to the corresponding catch block.

2 **catch**

The catch block is used to handle the exception that may be thrown by the try block. You can have multiple catch blocks to handle different types of exceptions.

**3. finally**

The finally block is used to execute code regardless of whether an exception occurred or was caught. It's typically used for cleanup activities, such as closing files or releasing resources.

**4. throw**

The throw statement is used to explicitly throw an exception from a method or a block of code. You can throw both checked and unchecked exceptions.

**5. throws**The throws keyword is used in a method declaration to indicate that a method may throw one or more exceptions. It allows the caller of the method to handle these exceptions.

**\*Custom Exception Classes**

**🡪**custom exception classes to handle specific error conditions that are relevant to your application.

🡪 Custom exceptions help you define your own exception types, making your code more readable and easier to maintain

**13Multithreading:-**

**🡪**A Thread is a very light-weighted process, or we can say the smallest part of the process that allows a program to operate more efficiently by running multiple tasks simultaneously.

In order to perform complicated tasks in the background, we used the Thread concept in Java.

🡪 All the tasks are executed without affecting the main program. In a program or process, all the threads have their own separate path for execution, so each thread of a process is independent.

**\*Creating Threads by Extending Thread Class or Implementing Runnable Interface**

the Thread class, you create a new class that inherits from Thread. You need to override the run() method to define the code that will be executed in the new thread.

1. Create a new class that extends Thread.
2. Override the run() method.
3. Create an instance of your class and call the start() method to begin execution**.**

**\* Implementing Runnable Interface**

Java runnable is an interface used to execute code on a concurrent thread. It is an interface which is implemented by any class if we want that the instances of that class should be executed by a thread.

🡪The runnable interface has an undefined method run() with void as return type, and it takes in no arguments.

**\* Thread Life Cycle**

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

**1 New (Created)**

* A thread is in the new state when it is created but not yet started.
* This happens when a Thread object is instantiated using the Thread class or by implementing the Runnable interface.
* The thread remains in this state until the start() method is invoked.

**2 Runnable (Ready to Run)**

* When the start() method is called, the thread moves to the **runnable state**.
* The thread is now ready to run and is waiting for CPU time to execute.
* The thread scheduler decides when the thread will actually run.

**3 Running**

* The thread is in the running state when the CPU starts executing its run() method.
* A thread can enter this state only if it has been selected by the thread scheduler from the runnable state.

**Blocked/Waiting/Timed Waiting**

* A thread enters these states when it cannot proceed further for some reason:
  + **Blocked**: Waiting for a resource to be released (e.g., I/O or synchronization locks).
  + **Waiting**: Waiting indefinitely for another thread to signal or notify it.
  + **Timed Waiting**: Waiting for another thread to signal or notify it, but only for a specified time.

**5. Terminated (Dead)**

* A thread enters the terminated state when it finishes its execution or is explicitly stopped.
* Once a thread is terminated, it cannot be restarted.

**\* Synchronization in Java**

**Synchronization** in Java is a critical concept in concurrent programming that ensures multiple threads can interact with shared resources safely.

**🡪** In a nutshell, synchronization prevents race conditions, where the outcome of operations depends on the timing of thread execution.

**\*Inter-thread communication**

**Inter-thread communication in Java** allows threads to communicate with each other and coordinate their actions. This is especially useful when multiple threads are working on shared resources and need to synchronize their activities.

Java provides built-in methods for inter-thread communication in the Object class:

* wait()
* notify()
* notifyAll()🡪These methods must be used within synchronized blocks or methods to ensure thread safety.
* **14. File Handling**

🡪The File class can be used by creating an object of the class and then specifying the name of the file.

🡪 **File Handling** in Java is the process of performing various operations (like creating, reading, writing, and deleting) on files

**(java.io package):-**

🡪the **java.io package** in Java provides classes and interfaces for handling various types of input and output operations, including reading and writing data to files, handling standard I/O streams, and working with objects, arrays, and characters. Here's an overview of the key components of the java.io package

**\*FileReader and FileWriter Classes**

The FileReader and FileWriter classes in Java, part of the java.io package, are used for reading and writing character data to and from files.

**\* File Writer Class:-**

🡪Java FileWriter class is used to write character-oriented data to a file

🡪It is character-oriented class which is used for file handling in java .

\* **FileReader** **class**

The **FileReader** class in Java, part of the java.io package, is designed for reading character files.

🡪 It reads character streams, making it ideal for handling text files. It is a convenience class for reading text data and inherits from the InputStreamReader class.

**\* BufferedReader**

The **BufferedReader** class in Java, part of the java.io package, is a character-based class that reads text from an inputstream. It buffers characters to provide efficient reading, especially for large files or data streams.

🡪 It is often used for reading lines of text efficiently.

**\* BufferedWriter**

**🡪** BufferedWriter class is used to provide buffering for Writer instances. It makes the performance fast

🡪. It inherits [Writer](https://www.javatpoint.com/java-writer-class) class. The buffering characters are used for providing the efficient writing of single [arrays](https://www.javatpoint.com/array-in-java), characters, and [strings](https://www.javatpoint.com/java-string).

**\* Serialization and Deserialization**

**Serialization:-**

Serialization in Java is the process of converting an object's state into a byte stream so that it can be saved to a file, transferred over a network, or stored in a database. The reverse process, converting the byte stream back into an object, is called deserialization.

**Deserialization:-**

**Deserialization** in Java is the process of reconstructing an object from a serialized byte stream. It allows us to restore the state of an object that was previously serialized and saved to a file, transferred over a network, or stored in another medium.

**15 . Collections Framework**

**Introduction to Collections Framework**

🡪The Collection in Java is a framework that provides an architecture to store and manipulate the group of objects.

🡪Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion**.**

🡪Java Collection means a single unit of objects.

**List, Set, Map, and Queue Interfaces**

**1. List Interface**

The List interface represents an ordered collection (also known as a sequence) that allows duplicate elements. It provides methods to manipulate the size of the list, access elements by their index, and perform various operations.

**2 Set Interface**

The Set interface represents a collection that does not allow duplicate elements. It models the mathematical set abstraction and is used to store unique elements.

**3 Map Interface**

The Map interface represents a collection of key-value pairs, where each key is unique, and each key maps to exactly one value. It is not a part of the Collection hierarchy.

**4. Queue Interface**

The Queue interface represents a collection designed for holding elements prior to processing. It is used primarily to implement data structures such as queues.

\***ArrayList, LinkedList, HashSet, TreeSet, HashMap, TreeMap in java**

**List :**-

List is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

**ArrayList:-**

The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types.

🡪 The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed

**LinkedList:-**

LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements.

🡪It can store the duplicate elements. It maintains the insertion order and is not synchronized.

**HashSet:-**

HashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.

**HashMap:-**

HashMap in Java is a key-value data structure offering efficient data access via keys using hashing.

🡪Hashing converts large strings or other objects into smaller, consistent values for quick indexing and searching

🡪. HashMap implements the Map interface and is used for managing large datasets efficiently

**TreeSet:-**

Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements.

**TreeMap**

**Java TreeMap** is a red-black tree-based implementation. It provides an efficient means of storing key-value pairs in sorted order.

The java.util package contains the Java TreeMap class, which is a component of the Java Collections Framework.

**Iterators and ListIterators**

**Iterators**

The Java Iterator is also known as the **universal cursor** of Java as it is appropriate for all the classes of the Collection framework. The Java Iterator also helps in the operations like READ and REMOVE. When we compare the Java Iterator interface with the enumeration iterator interface

**ListIterators**

ListIterator is an interface in Collection API. It extends Iterator interface. To support Forward and Backward Direction iteration and CRUD operations, it has the following methods. We can use this Iterator for all List implemented classes like ArrayList

**16. Java Input/Output**

Java, streams are the sequence of data that are read from the source and written to the destination.

An **input stream** is used to read data from the source. And, an **output stream** is used to write data to the destination.

Java application uses an input stream to read data from a source; it may be a file, an array, peripheral device or socket.

**OutputStream**

Java application uses an output stream to write data to a destination; it may be a file, an array, peripheral device or socket.

-🡪OutputStream class is an abstract class. It is the superclass of all classes representing an output stream of bytes. An output stream accepts output bytes and sends them to some sink.

**\* Handling File I/O Operations**

Handling File I/O (Input/Output) operations in Java involves using the classes in the java.io and java.nio packages.

🡪These provide a framework for reading from and writing to files, handling text or binary data.

🡪 File handling in Java implies reading from and writing data to a file. The File class from the java.io package, allows us to work with different formats of files. In order to use the File class, you need to create an object of the class and specify the filename or directory name